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Coordination of teams is critical when managing large programmes that involve multiple teams. In large-scale software development, work is carried out simultaneously by many developers and development teams. Results are delivered frequently and iteratively, which requires coordination on different levels, e.g., the programme, project, and team levels. Prior studies of knowledge work indicate that such work relies heavily on coordination through "personal" modes such as mutual adjustment between individuals or through scheduled or unscheduled meetings. In agile software development processes, principles and work structures emerge during the project and are not predetermined. We studied how coordination through scheduled and unscheduled meetings changes over time in two large software development programmes relying on agile methods. Our findings include transitions from scheduled to unscheduled meetings and from unscheduled to scheduled meetings. The transitions have been initiated both bottom-up and top-down in the programme organizations. The main implication is that programme management needs to be sensitive to the vital importance of coordination and the coordination needs as they change over time. Further, when starting a program, we recommend to early identify the important scheduled meetings, as having enough scheduled meetings is important to develop a common understanding of domain knowledge.
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1. Introduction

Coordination of work teams are of critical importance when managing large projects that involve multiple teams. Multi-team projects are used in many domains, often to “achieve high quality innovations in a satisfactory time-to-market” [1], and in such programmes "hundreds of people may be required to develop components of a new product simultaneously" (ibid). In large innovative projects, the degree of complexity and uncertainty is high, as the work executed in teams is influenced by the work and inputs from other teams. As a consequence, choosing the right coordination practices is important, as they have significant influence on information sharing, work flow fluency between teams, efficiency of the project, and learning outcomes [2]. In an editorial in the Journal of the Association for Information Systems arguing for research on programme management, Jiang et al. [3] raise the question of how interdependencies among projects can be leveraged to improve coordination.

Much of the resources used on innovations today are used on software development. Coordination was early identified as a particular challenge in software development projects. In the 1990s, software projects were often associated with overruns on time and cost, and many referred to a “software crisis”. As Kraut and Streeter [4] state, "While there is no single cause of the software crisis, a major contribution is the problem of coordinating activities while developing large software systems”. Since then, new methods for software development have been suggested, what is referred to as agile software development [5, 6]. The practices in this field have also inspired the project management discipline [7]. These methods were, however, intended for small, self-managing and co-located teams. Nevertheless, the popularity of these methods has spurred their use also in large development programmes [8].

Coordination in large-scale software development is of paramount importance, since the work is carried out simultaneously by many developers and development teams. Delivering results frequently and iteratively requires work and knowledge coordination on different levels, e.g., the programme, project, and team levels. Additional supporting roles are critical in large-scale projects for managing the exponential growth of interdependencies and mitigating associated risks [9]. In such projects, interdependencies are more uncertain than in small projects; therefore, teams need to know who the experts are and which experts to coordinate work with, particularly when they are outside the team or even at a different site. Dingsøyr et al. [10] describe 14 mechanisms for inter-team coordination in a large-scale software project. Further, agile methods are emergent [11], which means that processes, principles, and work structures emerge during the project rather than being predetermined. As a consequence, how an agile project is coordinated changes during a project. Therefore, to understand coordination in large-scale agile projects there is a need to study coordination over time.

Van de Ven et al. [12] propose three coordinating modes: by programming or codification (impersonal mode), and coordination by feedback on the individual (personal mode) or on a group level (group mode). In the case of high uncertainty in multi-team projects, the work relies heavily on coordination through group mode [2]. This article examines the use of the scheduled and unscheduled meetings (group mode) in large-scale agile development programmes. We analyse how coordination through scheduled and unscheduled meetings change over time in two large software development programmes that make use of agile development methods. We ask the following research question:

How do inter-team group mode coordination mechanisms change over time in large-scale agile development?

In answering this research question, this paper presents results from two case studies on large-scale agile software development programmes. In both cases, albeit, in different ways, coordination mechanisms break down, are tested, and become established over time. In this sense, based on our study, coordination mechanisms are not stable but dynamic and are always in the making through the lifetime of a project. Especially in terms of coordination mechanisms for the group mode, this is important in large-scale agile software development programmes. In more practical terms, for project managers, we argue that it is not only important to be aware of how to organize a project in a start-up phase but also to continuously evaluate and change coordination mechanisms over time as the project is progressing. As such, new coordination mechanisms may emerge out of the practise of project participants in a bottom-up fashion, or they
The best way to handle work, for example, is to make sure that different strategies are followed at different stages or phases in the project depending on the problem situation at hand.

The remainder of the paper is organized as follows. Section 2 outlines related work. In Section 3, we describe our research methodology. In Section 4, we present our findings from the cases and cross-case analysis, which are further discussed in Section 5. Finally, Section 6 concludes the paper with a summary of major findings. This article is a revision and extension of Dingsøyr et al. [13].

2. **Coordination in large-scale agile software development**

2.1 **Coordination in agile project management**

Software development projects are often complex undertakings that involve multiple interdependencies between resources, tasks, teams, roles and various software components and systems [14]. IT projects as a particular category of projects often imply blurred boundaries with other projects that require specific coordination [15]. Therefore, it becomes essential for project managers to pay attention to and implement means for efficient coordination. Important in relation to coordination, is the difference between traditional project management approaches and more agile approaches. Whereas traditional approaches typically focus on formal coordinating mechanisms through a pre-defined process, precise and in-depth documentation, and high levels of specialization in role assignments [16], agile approaches tend to favour self-management (teams determine the best way to handle work), emergent processes (processes, principles, and work structures emerge during the project rather than being predetermined), and more informal coordinating mechanisms [11]. Coordination in agile projects will therefore change over time. Although software development today is primarily conducted using agile methods [6], also agile approaches to project management involve coordination challenges – especially in larger projects and programmes [17]. As shown in recent literature on agile project management, agile projects involve specific challenges related to coordinating and communicating with multiple stakeholders as agile development often require frequent releases and collaboration with customers [18]. Also, in large-scale agile projects the more informal approach to coordination can become challenging [23]. Moreover, recent studies suggest that organizing projects in larger programmes may help solving some of the coordination problems across different projects [15].

2.2 **Coordination and coordination modes**

Software development teams must coordinate the efforts of those who are part of the process, as well as ensure coordination with suppliers, clients, and other groups both outside and inside the organization. The team has to make sure that the work is complete and fits together, there is no duplication and components of the work are handed off expeditiously [4].

A widely used definition of coordination is Malone and Crowston’s: “Coordination is managing dependencies between activities” [19], published in computer science. This definition emphasize dependencies, which are the constraints on action in a situation. Van de Ven et al. [12], from the field of sociology, define coordination as “integrating or linking together different parts of an organization to accomplish a collective set of tasks”. Because Van de Ven et al. focuses on the coordination of different parts of an organization (e.g., linking teams), their model is highly suitable in this case study, where the focus is coordination in multi-team programmes.

Coordination in large-scale projects is exercised through several mechanisms [2]. Van de Ven et al. [12] propose three coordinating modes: by programming or codification (impersonal mode), and coordination by feedback on the individual (personal mode) or on a group level (group mode). Once implemented, the impersonal coordination mechanisms are codified and require minimal verbal communication between people. Examples include pre-established plans, process documentation, intranet pages and roadmaps. Coordination by mutual adjustment or feedback is based on informal communication. In the personal mode, individual role occupants serve as the mechanism for making mutual task adjustments through either vertical or horizontal channels of communication. The mechanisms for vertical communication are usually line managers. In the group mode, the mechanism for mutual adjustment is vested in a group
of role occupants through scheduled or unscheduled meetings. In projects with high task uncertainty (like in a software development project) there is a need for an extensive and dynamic knowledge exchange between and within teams to solve problems and adjust for emerging changes [20]. The scheduled meetings are therefore effective because physical proximity allows richer communication, which enables swifter and more flexible coordination [21]. Dietrich [2] also points to prior studies that found that technological novelty relates to a higher rate of group meetings instituted by management. As a consequence, planned and unplanned meetings (group mode) are important in large complex projects. Scheduled meetings are typically used for routine meetings, involving planned communication, while unscheduled meetings are used for unplanned communication between more than two participants.

2.3 Group mode in large agile projects

Relying on group mode for coordination is challenging when scaling a project. In large software projects, group mode can take part within teams, between group of managers or groups of team representatives acting on behalf of their teams. Through a project hierarchy it is possible to achieve a kind of layered mutual adjustment, but only with strong elements of hierarchy and bureaucratic control [21]. A key challenge with layered mutual adjustment is that it is not always clear who should be involved in which coordination activities.

In agile software development, group mode coordination by scheduled meetings at the team level is ensured through practices like iteration planning meetings, daily meetings, iteration demonstration meetings and retrospectives [22-24]. Scrum, a project-management-oriented agile development method, was inspired by a range of fields, such as complexity theory, system dynamics, and Nonaka and Takeuchi’s theory of knowledge creation [25]. In Scrum, a self-managing team develops software in increments (sprints); each sprint starts with a planning meeting and ends with a retrospective and a review meeting. The team coordinates on a daily basis through a 15-minute daily Scrum (a daily reporting and discussion meeting) [26, 27]. Features to be implemented are registered in a product backlog, and a Product owner decides which backlog items should be developed in the following sprint. The product backlog comprises a prioritized and constantly updated list of business and technical requirements for the system being built or enhanced. Multiple stakeholders, such as clients, project teams, architects, designer, marketing and sales, management, and support, can participate in the planning phase (usually through meetings) to identify the product backlog items. During the planning meeting (usually every second, third or fourth week), the Product owner is responsible for presenting a prioritized product backlog to the team. The highest priority items from the product backlog are then detailed in a sprint backlog during a team-planning meeting. Because the team and the Product owner is responsible for defining and improving coordination practices, agile can be understood as a bottom-up approach to coordination.

Group mode coordination by unscheduled meetings is ensured at the team and inter-team level by team members and teams sitting together in the same office. Strode et al. [22] found both unscheduled cross-team talks and backlog specification meetings emerged as a result of co-location. Similarly, Nyrud and Stray [28] observed that informal and ad hoc conversations emerged in a large-scale web-program as a result of teams being co-located in an open office. While open office is an enabler for unscheduled meetings and many scheduled meetings and forums increase the amount and frequency of communication between teams, Smite et al. [29] found that it was difficult to have unplanned meetings because of too many scheduled meeting and a lack of meeting rooms.

In a large-scale setting the most common strategy for coordination across several teams is Scrum of Scrum. Scrum of Scrum is a scheduled meeting were one team-member acts as “ambassador” to participate in a daily meeting with ambassadors from other teams. However, Scrum of Scrum has been found to be inefficient in larger projects [30, 31]. As a consequence, agile consultants have created several frameworks for scaling agile, such as the Large-Scale Scrum (LeSS) [32] and Scaled Agile Framework (SAFe) [33]. The LeSS framework offers less structure and gives suggestions, tools and tips of practices that can be used for coordination, such as communities of practice and scheduled multi-team meetings. In the LeSS, any team or team member should be able and expected to reach out to another team if there is an issue to be solved (both through scheduled and unscheduled meetings). The LeSS can be understood as a bottom-up coordination approach of coordination. The SAFe is a more structured way of organizing the work, this includes, e.g., a common release calendar with joint programme increment planning days. Thus, the SAFe seems to
create a structure with more organizational control, which might leave less flexibility for meetings to emerge and for teams to take the initiative for coordination. The SAFe can be understood as a more top-down approach to coordination.

2.4 Coordination over time

In large-scale projects coordination mechanisms seem to change over time as involved actors need to solve new problems implicating previously unknown interdependencies [31]. In conceptualizing such dynamic processes of coordinating, Jarzabkowski et al. [34] suggests that new coordination mechanisms are gradually established through existing social practices of coordinating. Hence, all elements of a coordinating mechanism do not exist prior to coordinating – but is rather bootstrapped out of coordinating itself. So, for example, in a large-scale agile project using meetings to coordinate activities in different developments teams (Scrum of Scrums), new forms of coordinating may emerge out of participants’ practices when they discover absences in the current coordinating mechanism. Arguably, this is what often happens in large-scale agile projects that start off with simple coordinating mechanisms in Scrum (daily meetings, demos, sprint planning, Scrum of Scrum, etc.) only to discover that multi-team projects (e.g., [30, 31]) often require additional mechanisms for coordinating, for example architecture meetings across teams, upfront meetings involving both customer and software provider, and communities-of-practice. Moreover, the complexity of large-scale agile projects typically involves unintended changes, twists and turns that may “disrupt” existing coordination mechanisms making them obsolete. More concretely, based on their qualitative study of coordination mechanisms, Jarzabkowski et al. [34] develop a process model consisting of five cycles that describe how coordinating mechanisms are 1) disrupted by external events, 2) absences are discovered, 3) new elements of coordinating are created, 4) new patterns of coordinating are established, and 5) stabilizing patterns of coordinating.

3. Method

This study builds on two broad case studies of large-scale development programmes, Alpha and Beta, which investigates how agile methods were adapted in the very large scale. Changing or introducing new ways of coordinating work requires changes at the procedural, structural and even strategic level. Such organizational changes take a relatively long time [35]. Therefore, to understand coordination in a large-scale agile project we have studied how coordination changes over time in the two case studies. Previous studies [17, 36] show how large development programmes dealt with method tailoring, technical architecture, customer involvement and inter-team coordination. We have taken material from two cases and further analyzed our data material on coordination, focusing on the use of the group mode (see characteristics of the programmes in Table 1).

Alpha was chosen because practitioners described it as a successful, very large programme that used agile development methods to a large degree. The whole programme was co-located, and coordination mechanisms could be studied in a setting that is well suited for agile methods. The Alpha programme developed a new office automation system for a public department. The programme was managed by the department and involved two main consulting companies as subcontractors in the project development.

Beta was selected as one of Norway’s largest IT-programme with an extensive use of agile methods and was partly co-located. The programme involved complex integration among a wide variety of internal and external information systems, involving various stakeholders with divergent interests. Moreover, before starting Beta, the supplier, an international consulting company, had been part of Alpha.

Our study draws on the established tradition with theoretically informed interpretive case studies in information systems [37, 38] and hence aims at following relevant guidelines for such research [39, 40].

3.1 Programme context and delivery model

Both programmes were planned according to a model based on PRINCE2 [41] with distinct phases. The programmes included projects for architecture, business, development and test with project managers. At Alpha, the development
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Project was split into three subprojects, two managed by external consulting companies and one managed by the customer itself. An external consulting company was managing the Beta programme, and there was less involvement from the customer. In both programmes, the software development was conducted using the agile development method Scrum with an iteration length of three weeks. This meant that there would be a demonstration of the product every three weeks, and teams made detailed plans for three-week iterations. Each team was physically placed around a table, with a board showing progress on one side and with space for making notes during discussions on the other side. In both programmes, the teams were physically co-located. The delivery model included the following four phases:

- **Analysis of needs** - This phase started with a walkthrough of the target functionality of a release and identification of high-level user stories. Product owners prioritized the product backlog.
- **Solution description** - The user stories were assigned to epics, and the user stories were described in more detail, including design and architectural choices. User stories were estimated and assigned to a feature team.
- **Construction** - Development and delivery of functionally tested solutions from the product backlog, with five to seven iterations per release.
- **Approval** - A formal functional and non-functional test to verify that the whole release worked according to expectations. This included internal and external interfaces as well as interplay between systems.

To keep the schedule, solution descriptions needed to be ready in time for the teams. This meant that releases were constantly being planned, constructed, and tested (Approval phase). Thus, a team would constantly be engaged in construction for release n, approving delivered functionality in release n-1, and analysing needs for the next release (n+1).

### Table 1. Characteristics of the Alpha and Beta programmes.

<table>
<thead>
<tr>
<th>Characteristic</th>
<th>Alpha programme</th>
<th>Beta programme</th>
</tr>
</thead>
<tbody>
<tr>
<td>Number of people involved at the most</td>
<td>175</td>
<td>120</td>
</tr>
<tr>
<td>Number of development teams</td>
<td>12</td>
<td>5</td>
</tr>
<tr>
<td>Employees in customer organization</td>
<td>380</td>
<td>7,000</td>
</tr>
<tr>
<td>Duration</td>
<td>5 years</td>
<td>4 years</td>
</tr>
<tr>
<td>Product releases</td>
<td>12</td>
<td>3</td>
</tr>
</tbody>
</table>

#### 3.2 Data collection

Our data collection started when the programmes were finished, using individual interviews in Beta, group interviews in Alpha and internal and external documents for both cases as shown in Table 2. We analysed the material in a tool for qualitative analysis, focusing on reporting findings related to group mode coordination and how it changed over time.

### Table 2. Data collection from the Alpha and Beta programmes.

<table>
<thead>
<tr>
<th>Data source</th>
<th>Alpha programme</th>
<th>Beta programme</th>
</tr>
</thead>
<tbody>
<tr>
<td>Individual interviews</td>
<td>0</td>
<td>27</td>
</tr>
<tr>
<td>Group interviews</td>
<td>9 two-hour interviews with a total of 24 participants</td>
<td>0</td>
</tr>
<tr>
<td>Documents</td>
<td>External experience report</td>
<td>Tender documents</td>
</tr>
<tr>
<td></td>
<td>Internal experience report</td>
<td>Project documents such as plans and scope</td>
</tr>
<tr>
<td></td>
<td></td>
<td>IT-strategy documents</td>
</tr>
</tbody>
</table>
3.3 Data analysis

We imported all interview transcripts and documents into tools for qualitative analysis and did a descriptive and holistic coding [42] of the topic coordination. Units of text ranged from sentences to whole pages and were coded into topics such as “Scrum of Scrums”, “daily meetings”, “table discussions”, “ad hoc conversations” and “coffee breaks”. The results were presented and discussed with the rest of the research team. Given the various topics and backgrounds of the researchers, the level of detail in the coding varied between the research teams.

4. Results

In both Alpha and Beta, group mode coordination took place through a number of scheduled meetings as well as unscheduled meetings shown in Table 3. Both types of meetings were seen as important, as one said,

"I think the combination of scheduled and unscheduled coordination that just appeared was very important" (Scrum master and developer, Alpha).

We first describe scheduled meetings at the programme and project levels. The programme consisted of several sub-projects. We report on scheduled meetings common for both Alpha and Beta, and those that only existed in one of the programmes. Then, we repeat the structure for unscheduled meetings. We do not describe meetings that only included one team (e.g., Daily Scrum, Retrospective, and team coffee breaks).

Table 3. Examples of scheduled and unscheduled meetings in programmes Alpha and Beta.

<table>
<thead>
<tr>
<th>Examples of meetings</th>
<th>Alpha</th>
<th>Beta</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Scheduled</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Metascrum</td>
<td>X</td>
<td>X</td>
<td>A regularly meeting with project managers from the development, architecture, test and the business projects, as well as subproject managers from the development projects.</td>
</tr>
<tr>
<td>Scrum of Scrums</td>
<td>X</td>
<td>X</td>
<td>Scrum of Scrum meetings several times a week. One team-member act as &quot;ambassador&quot; to participate with ambassadors from other teams. Scrum masters and project manager attended, and sometimes stakeholders such as product owners and test managers.</td>
</tr>
<tr>
<td>Bug board</td>
<td>X</td>
<td>X</td>
<td>Meeting to discuss errors identified and agree on which to correct, and which team should be assigned to do the correction. Test manager, test responsible and sometimes also developers participated.</td>
</tr>
<tr>
<td>Architecture meeting</td>
<td>X</td>
<td>X</td>
<td>A regularly meeting for the architects discussing the overall software architecture, establishing architectural guidelines, and for coordinate work between the teams.</td>
</tr>
<tr>
<td>Product owner meeting</td>
<td>X</td>
<td>X</td>
<td>A regularly meeting for the Product owners.</td>
</tr>
<tr>
<td>Lunch seminars</td>
<td>X</td>
<td></td>
<td>Seminar where 2–3 people gave short presentations during lunch on topics such as new architectural components, project management or on how to follow up on a team.</td>
</tr>
<tr>
<td>Subproject meetings</td>
<td>X</td>
<td></td>
<td>Meetings within the subproject.</td>
</tr>
<tr>
<td>Open Space</td>
<td>X</td>
<td></td>
<td>A process where all participants suggested topics for discussion, which is made into an agenda and participants are free to join discussion groups of interest. Used per release during parts of the project.</td>
</tr>
<tr>
<td>Experience forum</td>
<td>X</td>
<td></td>
<td>A meeting forum at one subcontractor for Scrum masters, development manager and agile coach focusing on development method.</td>
</tr>
<tr>
<td>Ready-to-sprint meeting</td>
<td>X</td>
<td></td>
<td>Members from different teams to coordinate and uncover interdependencies involved in the following sprint.</td>
</tr>
</tbody>
</table>
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<table>
<thead>
<tr>
<th>Examples of meetings</th>
<th>Alpha</th>
<th>Beta</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Task force</td>
<td>X</td>
<td></td>
<td>Individuals grouping together across teams in order to solve technical problems.</td>
</tr>
<tr>
<td>Unscheduled</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Coffee breaks</td>
<td>X</td>
<td>X</td>
<td>Unscheduled meetings at the coffee machine.</td>
</tr>
<tr>
<td>Discussions on team tables</td>
<td>X</td>
<td>X</td>
<td>The teams were organized around tables. Many discussions emerged at the team tables both with team members and team-external people.</td>
</tr>
<tr>
<td>Spontaneous</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Discussions in open work area</td>
<td>X</td>
<td>X</td>
<td>The project with all teams and project management was situated in an open-plan office space. Many of the decisions made in the project were discussed between relevant stakeholders informally in the open work area and then and then officially decided upon in one of the scheduled meetings.</td>
</tr>
<tr>
<td>Group chat tool</td>
<td>X</td>
<td></td>
<td>Instant messaging to all participants was set up after a need was identified in an open space session. Was used for open technical questions but also for social activities such as wine lottery.</td>
</tr>
</tbody>
</table>

4.1 Scheduled meetings

At the programme level, the only arena where everyone would meet was at the demonstration meetings, which were held every three weeks. In addition, the programme management met two times a week in a forum, which was called “Metascrum”. The Metascrum included managers from the main projects and the central programme management, giving attention to “high-level” obstacles to progress and the assessment of risks in the programme. At Alpha, a new arena was introduced well into the programme, the “open space technology”. Open space was a way to motivate the whole programme to discuss challenges and improvement initiatives. This included both technical and business topics that people thought «we need to discuss». One result from the open space sessions was that the programme started using a group chat tool, Jabber, described under unscheduled meetings.

In addition, there were separate meetings to identify dependencies in tasks before work was assigned to teams. At Beta, the meetings varied over the nearly four years of development, but meetings concerning overall software architecture, project managers meeting, and project owners meeting were conducted regularly. These meetings involved participants from both the Consultant Company and the Customer. In the later part of the programme, a meeting referred to as the “Bug Board” was also established to coordinate actions for solving critical problems on technical issues, mercantile issues or processual issues.

In Alpha and Beta, at the project level, there were three main types of scheduled meetings: meetings prescribed by the agile method Scrum, meetings in the main projects in the programme, and meetings in fora at the project level to share experiences across the development teams.

Scrum of Scrum’s were held in the three development subprojects at Alpha and in the main programme at Beta with Scrum masters and subproject managers from 3-6 development teams. Project managers sometimes participated in these meetings. One subproject at Alpha had daily Scrum of Scrum meetings in the beginning but reduced the frequency to three times per week. In this meeting strategic decisions were taken, e.g., on resources. One subproject manager gave an example of a typical discussion in the Scrum of Scrum meeting:

"Now we have two people who are ill in the team, and we have given away a person to the environment team, how shall we manage to deliver our stories in the iteration?"

In addition, retrospectives were sometimes held across teams in the subprojects, but overall this was an activity within each team.

In Alpha, the projects architecture, business and test had meetings with their own staff and the people who held roles in the development teams. In the business project, much of the work concentrated on managing dependencies, “there were
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dependencies throughout the program” (technical architect). One of the participants in meetings in the business project said,

“When we talked to the product owner, the product owner said, ‘we need you to do this’, but then we had to explain that to achieve that we first need to do these tasks” (functional architect).

The meetings in project architecture focused on establishing architectural guidelines but also focused on coordinating work amongst the development teams to reduce the number of teams working on the same part of the codebase. “This was to reduce the possibility of making trouble for each other - which we did”. The codebase was organized to reduce these challenges and in meetings teams declared that “this is our central area of work this period, so please limit work in that area” (technical architect).

In Beta, several other meetings for coordinating across teams and roles were also established in the later parts of the programme. Most profoundly, some members from different teams, to coordinate and uncover interdependencies involved in the following sprint, first practised a meeting referred to as “ready-to-sprint”. This meeting turned out to be crucial to distribute work in a way that made the different teams work as autonomous units as far as possible. These meetings had different participants as roles and individuals relevant for uncovering and analysing interdependencies varied from sprint to sprint. These meetings first grew out of the pressing need for coordinating across teams experienced by individual team members and were later sanctioned by project managers as a practice to adopt in a more systematic manner.

Another example of how coordinating mechanisms for groups changed over time in Beta is what was referred to as ‘task forces’. As the project progressed, individual team members experienced that existing coordinating mechanisms like Scrum of Scrums and architecture meetings were not enough for solving especially complex problems involving interdependencies across teams. These were often highly technical problems relating to for instance security issues, integration with legacy systems, and performance issues. Hence, there was an absence of coordinating mechanisms for handling such emerging problems. The coordinating mechanism referred to by participants as ‘task forces’ emerged out of individuals grouping together across teams to solve these technical problems. The group meeting could last for several days until a solution was found. As explained by the project manager in the later phase of the project:

“We had a special task force for solving issues on performance where we had experts how hunted down components that had poor performance” (Project manager, Beta).

The project also experienced situations where existing coordinating mechanisms that used to work out well collapsed. One example of this was a specialized architecture meeting referred to as the ‘Service Oriented Architecture forum’. As explained by the one architect, this suddenly stopped working as a coordinating mechanism:

“We had a group called the Service Oriented Architecture-forum during the whole project, but over time, it did not work. In the beginning, it worked as a meeting for making decisions regarding the software bus [used in the customer organization], but after a while it stopped working because we were waiting for information – and hence we had poor progress” (Solutions architect, Beta).

Experience-sharing across teams were the focus of several scheduled meetings at the sub-project level: “Experience forum”, “Lunch seminars” and “Technical corner” are examples of meetings that existed during the Alpha programme. A topic discussed at the experience forum was how to liven up the retrospectives. This was then a topic discussed amongst all participants in the development teams in one project. Participation in these meetings was voluntary.

4.2 Unscheduled meetings

Unscheduled meetings were easy to organize due to the open workspace. Unplanned meetings frequently took place around the boards that were available for each team. These were used to “discuss solutions, draw and make sketches” (subproject manager, Alpha). These discussions spanned development teams and roles. The project management was placed on tables so that they could see most of the boards and thus quickly obtain an overview of status of the teams.
If the project managers noticed discussions, they could inquire about the issue and say that,

“This problem I know was addressed by another team two iterations ago, let us get ‘Ola’ over here and see if he can help” (Subproject Manager, Alpha).

A Scrum master and developer stated that they learned "very much" in the programme during these discussions around the boards, but it was important to have sufficient coordination arenas so that people realize that "we need to talk". The programme also started to use the group chatting tool (Jabber) to ease informal coordination, what we can see as a type of unscheduled virtual meetings. This tool was introduced during the programme, which enabled asking several people for help without interrupting them. This channel was used for several purposes, as a technical architect from Alpha expressed:

“It was used ad hoc...to whatever people wanted to use it for...technical things, wine lottery...and to ask «can anyone tell me about a certain topic» - when you do not know exactly who to ask...” (Technical architect, Alpha).

In the Beta project, as most of the project was co-located, some of the early coordinating mechanisms like the Service Oriented Architecture forum collapsed, and project participants began to ‘know the organization’, the role of unscheduled meetings increased. Additionally, as the project progressed, more interdependencies were discovered, and thus more coordinating was needed. In this situation, a primary coordinating mechanism emerged in terms of situational unscheduled meetings between only a few project members for a relatively short time (less than an hour). As explained,

“By and large [coordination] is ad hoc. It was common practice to just walk over to each other [other teams] to discuss and solve issues there and then. And it was also a common understanding that such issues needed to be solved at once. And if [everyone] did so, this would certainly reduce the frictions between teams” (Developer, Beta).

5. Discussion

We have described the use of group mode coordination in two large-scale software development programmes using the agile development method Scrum and planned according to PRINCE2 with distinct phases. We have presented how interdependencies are managed using scheduled and unscheduled meetings at different levels in programme organizations, partially answering one of the questions raised by Jiang et al. [3]. The programmes included projects for architecture, business, development and test. We have relied on Van de Ven et al. [12], who define coordination as "integrating or linking together different parts of an organization to accomplish a collective set of tasks”. We found that the group mode (scheduled and unscheduled meetings) was extensively used in the two large-scale agile programmes.

In large-scale agile software projects, a common strategy for coordination across several teams is Scrum of Scrum, in which one team-member acts as "ambassador" to participate with ambassadors from other teams. We found 15 examples of scheduled and unscheduled meetings, which include Scrum of Scrum, backlog meeting, sprint related meetings and workshops (Table 3). These are the same types of multi-team meetings that are recommended by the large-scale agile framework LeSS [32]. In their study of six multi-team projects, Dietrich et al. [2] found the use of 11 coordination mechanisms in the group mode. One explanation that Dietrich et al. reported fewer coordination mechanisms could be that their projects were product development or organizational development projects, which from their descriptions seem less complex than Alpha and Beta. Another explanation could be that both Alpha and Beta are large programmes while five of the six cases studied by Dietrich et al. were smaller projects with a maximum of 40 people. There is a distinct difference between managing a project and managing a programme in that the latter involves more coordination that the former [3].

We now discuss our research question “How do inter-team group mode coordination mechanisms change over time in large-scale agile development?” through emphasizing how coordination changes over time, and if changes are initiated bottom-up or top-down in the programme organisation.
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5.1 Inter-team Group mode coordination over time

While some coordination mechanisms changed over time, the meetings related to the agile method Scrum were kept throughout the programme (e.g., Scrum of Scrums, Meta Scrum, demonstrations and meetings at team level). Furthermore, the iteration length remained at three weeks for both programmes, resulting in many synchronized meetings (e.g., in the Scrum of Scrum, and ready-for-sprint meeting). In addition, people in the programmes were colocated; therefore, coordination could easily emerge (coffee breaks and walking over to other teams). Organizing meetings at the same interval throughout the programme (synchronization) and co-location (structure) was found to support coordination effectively as described by the members of the programme. This is consonant with Strode et al. [22] who found synchronization and structure enhance coordination effectiveness.

We have described two main transitions over time within the group mode: at Alpha, there was a high number of scheduled meetings initially, but a gradual transition to unscheduled meetings. Informants stated that the initial scheduled meetings were very important for the efficient use of unscheduled meetings later and that the unscheduled meetings became more important than the scheduled meetings. The importance of unscheduled meetings is consonant with Van de Ven [12] who found that unscheduled meetings are used to a greater extent than scheduled meetings in larger units and when task uncertainty is high. At Beta, we found a transition from unscheduled to scheduled meetings over time. The main reason for the transition at Beta was that the programme management identified the importance of these unscheduled meetings, and therefore formalized them. Several of the scheduled and unscheduled meetings emerged during the lifetime of the two programmes. Our findings are consistent with those of Jarzabkowski et al. [34], who argue that coordinating mechanisms do not arise as ready-to-use procedures but are constituted as actors go about the process of coordinating. Further, coordinating mechanisms are not stable entities, but emerge through their use in ongoing interactions. Letting coordination mechanisms emerge is also recommended in the LeSS framework. In the LeSS any team or team member should be able and expected to reach out to another team if there is an issue to be solved. Dietrich et al. [2] did not distinguish between scheduled and unscheduled meetings.

We believe that having many meetings was important for inter-team group mode coordination mechanisms to change over time. Many meetings enabled building knowledge and relations among the team early in each of the programmes. Our findings are consonant with the finding of Smite et al. [29] in that many meetings and forums increase the amount and frequency of communication between teams outside of the meetings. Frequent participation in forums and meetings increases the size of a team’s social networks and gives the team a good overview of what is going on in the project (ibid). Our findings are also in agreement with Strode et al. [43] who argue that ‘knowing who is doing what’ and ‘knowing who knows what’ are two important components of coordination effectiveness.

5.2 Group mode changes; top-down and bottom-up

Group mode coordination mechanisms changed over time in the two programmes. We found both a top-down approach to coordination (mechanisms identified by the programme management) in addition to mechanisms that emerged bottom-up by teams and members in teams. Examples of top-down mechanism were Meta Scrum and Scrum of Scrum. Examples of mechanism that emerged bottom-up was the group chat tool identified in the open space, lunch forums and technical meetings. Top-down initiatives defined by managers were important to establish many group mode coordination mechanisms, which were important for new mechanisms to emerge.

Top-down initiatives can also ‘disrupt’ existing forms of coordination, and thereby kick off a process of establishing something new. In the current literature on project management this issue is often debated under the heading of ‘project governance’ [44]. A study by Klakegg et al. [45] argues that approaches to governance of large-scale projects varies from top-down approaches using frameworks from the Association for Project Management to more bottom-up approaches. Both Alpha and Beta are complex agile projects, and therefore need more flexible forms of management focusing on facilitating collaboration and communication, rather than pure top-down approaches to governance. Our findings are consonant with previous research on project management [46].
6. Conclusion

Our study supports the finding that group mode coordination is central to achieving inter-team coordination in large programs. In particular, we highlight the role of scheduled and unscheduled meetings to achieve effective coordination. We have shown that the use of these meetings changes over time in two large-scale agile development programs. The transitions have been initiated both bottom-up and top-down in the programme organizations.

When starting a program, we recommend to early identify the important scheduled meetings, as having enough scheduled meetings are important to develop a common understanding of domain knowledge. An answer to the question of “to schedule or not to schedule” would be to ensure a sufficient number of scheduled meetings initially, and then reduce as the coordination needs are handled more informally. When identifying which scheduled meetings to start with in a program, the meetings reported in table 3 can be used as a starting point.

While starting with enough scheduled meetings is important, we believe the unscheduled meetings are of great importance in knowledge work and programme managers should strive to facilitate these meetings. Programme management needs to be sensitive to the vital importance of coordination as well as the coordination needs as they change over time in large programs. Further, program managers need to balance top-down and bottom-up coordination initiatives when changing, terminating and identifying new scheduled and unscheduled meetings.

In future work, we plan to develop a further understanding of the “layered mutual adjustment” we have identified in large-scale software development programmes, and how coordination mechanism emerge, terminate and how they are connected in an ecology of coordinating mechanisms.
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